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# 第3章 类库总体设计

## 3.1 类库的体系结构设计

类库开发过程关键在于如何将已有的琐碎的条件进行规范，类型化，模式化，总体的目的在于在突出类库设计的主旨的前提下，尽可能全面地覆盖所有语法，并且尽量保持原子操作的特性，即尽量保持操作和操作之间耦合性弱，可复用性强。在这一前提下，将模块进行划分。

### 3.1.1 类库功能划分

JS原生2D绘图API的功能比较复杂，总共分成了大约30多个属性和50多个方法，还有大约5个相关类，但经过观察，其实他们分成以下几类：

属性主要分成：文字属性，滤镜后处理，字体设置，图形学融合算法实现，抗锯齿，画线参数，阴影参数，绘制样式设置。

方法主要分成：路径，变换，像素操作，渐变，画线参数，路径操作，记忆，自定义图案

我们的功能划分任务主要是通过以上的类型进行抽象，尽可能有逻辑且完好的覆盖每一个点。我们先看属性的主要部分，类型虽然繁多，但是我们可以看出：文字属性，滤镜后处理，字体设置，画线参数，阴影设置，绘制样式设置都是图元相关属性，他们都描述了图元的状态信息，所以可以将其归于图元模块。同理，方法中的画线相关参数同样可以封装于其中。

方法中，路径，变换两项图元的绘制相关，所以我们同样可以将这两类方法归为图元模块。于是我们可以通过对2D绘图API的属性方法进行分类和归类的方法得出第一个，也是比较关键的一个模块，图元模块。

在我们的需求中，同时需要图元模块有与用户交互的功能，在交互及其实现的过程中，需要引入路径操作诸多步骤，所以路径操作也是图元模块所需要的一个类型。

其次，我们可以看到方法中有：渐变，自定义图案，加上一个绘图中的隐藏条件，也就是颜色的封装，他们有一个共同的特点，就是用于给图源着色。所以我们就可以他们三类分成一个模块，名为可填充类型（Fillable）模块。

像素操作他类型不尽相同，所以将其单独的放置为一个模块，为像素处理模块。

剩余融合操作，抗锯齿以及记忆，这几类操作普遍是用于调整画布的整体状态，我们在对象化2D绘图的过程中必然要对象化画布，可以将这几类直接设置为画布的状态属性，分类于总模块即可

我们的需求中还需要尽可能的完成对象化2D绘图后的动画功能，所以需要单独考虑动画模块，对于动画模块的设计和实现可以参考JS原生API的Animation API和相关API，例如Timeline API等。关于动画实现可以在后期迭代更新和维护中将图元类进行拓展，将类库注册为一个单独的XML命名空间后封装成标签，如果封装成标签的话就可以令图元类继承于Node和Element，之后可以通过拓展的方式衔接到Animation API。如果在没实现封装标签的情况下，则可以定义一个动画类利用requestAnimationFrame()绘制动画。

综上所述，我们目前可以分成几个模块：类库主要逻辑模块，图元模块，可填充类型模块，像素操作模块，动画模块。

### 3.1.2 类库继承和依赖的逻辑

首先是图元模块的分析，此模块绘图为中心，属性事件副之。2d原生语法中提供诸多路径绘制，所以有以他们共有属性为基础，私有属性为扩展的架构。即要设计一个图元基类，基于此基类进行拓展，从而完成面向过程绘图向面向对象化的转化操作。

转化为面向对象，那就一定要继承JS所有对象的基类Object类。同时我们形有交互的需求，既然有用户交互的需求，就一定要继承事件类，即为EventTarget类。每一个图源都有公用的属性和方法，并且每一个图元都图元类，所以说我们要将其继承于图元基类，在这里我们定其为Graphic类。到这里我们每一个图元类的大致继承链就可以确定了，即为某个具体图元类继承于Graphic，Graphic继承于EventTarget，EventTarget继承于Object。例如，一个矩形图元Rect类，因为它是一个图源，拥有所有图源共用的属性和方法，所以它要继承于Graphic类，当用户想要为他注册点击事件或者是其他的交互事件的时候，根据用户的操作，要触发相应的函数，所以他要继承于EventTarget，从根，他属于一个对象，所以他要继承于Object基类，所以Rect类实例对象继承链为：Rect实例对象->Rect->Graphic->EventTarget->Object。

一个图源对象中可以设置诸多的属性，2D绘图原生API中，属性大约分之为以下几类：设置阴影，设置字体，设置文字格式，设置边框绘制。这四类属性是通用的，所以我们可以将这四个属性设置于图元基类之中。就四个属性的类型，都是相应的类，比如阴影属性对应的阴影类，字体属性对应字体类。所以四个属性的类和图形基类产生了直接依赖关系。

属性中还有一个比较需要注意的点是图形变换相关功能。图形学变换是在绘图过程中较为常用的一种算法功能。在于将一个图形进行刚体的或非刚体的变换。其本质在于图形由点所组成，利用变换矩阵作用于图形的点，从而致使整个图形的变化。在此之中，关键在于两点，一个是组成图形的点，还有一个是致使点变换的矩阵如何表示。对于点的表示，一个是利用坐标数字进行表示，另一个是利用JS API中的DOMPoint或DOMReadonlyPoint类来表示。对于矩阵的表示可以使用二维数组或者用JS API中的DOMMatrix类来表示。关于图形学变换的矩阵计算操作，可以利用JS API的DOMMatrix类中的关于矩阵的转换运算操作直接进行实现。是一种性价比比较高，且与原生语法契合比较密的一种实现方式，所以在此我们将选择这一种实现方式。所以关于图源基类的转换属性，转换属性的类型是DOMMatrix类，于是图元基类与DOMMatrix形成了直接依赖关系。

图元相关模块的类及其关系介绍到此几乎完毕。接下来是可填充类型类关系设计和介绍。所谓可填充类型类（Fillable），即为可以被填入图形的类型。在原声语法中有三种类型的值可以填充图形，一个是单一颜色，一个是多种渐变，一个是自定义图像图案。这三个类构成了整个Fillable类。

颜色类是可填充类型类中的一个重要组成部分。它包含了用于填充图形的颜色相关属性和方法。在原生语法中，颜色类的表示方法按照CSS中<color>值的标准来制定。可以细分为纯颜色静态属性、Rgb和Hsl，十六进制色等。就这一特点我们可以大致设计出颜色中的类和诸多子类之间的关系，例如我们在这里设颜色基类为Color类，颜色语法我们将其设置为其子类，具体关系请见下文。

纯颜色静态属性是指一些常见的颜色，如红色、绿色、蓝色等。这些颜色可以直接通过名称或预定义的常量来使用，所以说颜色名称为Color类的属性而存在。

Rgb子类是基于RGB（红绿蓝）颜色模型的一种颜色子类。我们将Rgb单独设计成一个子类，继承于Color，为了与其他颜色类区分，我们可以设置其类型为rgb。

Hsl子类则是基于HSL（色相、饱和度、亮度）颜色模型的另一种颜色子类。通过调整色相、饱和度和亮度这三个属性的值，创建颜色。我们将Hsl单独设计成一个子类，继承于Color，为了与其他颜色类区分，我们可以设置其类型为hsl。

除了颜色类，可填充类型类还包括渐变和图案。渐变是一种从一个颜色到另一个颜色逐渐过渡的效果，可以实现平滑的色彩变化。所以渐变一定对颜色类型有依赖关系。这三个渐变需要指定顶点，所以需要点的坐标，可能与DOMPoint和数字有关联。

图案类是可填充类型类中的另一个重要组成部分。它允许用户自定义填充图形的图案，可以是用户自己设计的图像、其他画布元素、用户引入的视频或位图等。关联关系比较复杂，例如用户自定义图像作为图案的话，则此类便与HTMLImageElement引起关联，如果用户引入视频的话，则此类便与HTMLVideoElement引起关联，如果用户引入其他画布的话，则此类便与HTMLCanvasElement引起关联，如果是离屏画布，则是OffscreenCanvas类，如果用户引入位图的话，则此类便与ImageBitmap引起关联，如此诸多，不一一列举。

关于像素操作，其内部的颜色数据我们通常用类型化数组（Typed Array）来表示，原因是像素的颜色由GPU所渲染，从GPU读入颜色值通常是需要严格的类型和内存的约束，所以需要类型化数组。类型化数组单个元素内存占用大小根据计算机基础数据类型分为几类：8位，16位，32位，64位，数字类型分为整，非负整数，浮点数。像素数据类型通常为Uint8Array和Uint8ClampedArray两者的区别主要在于如果给Uint8ClampedArray设置一个0-255范围之外的值，它将简单地默认为0或255，而Uint8Array只会取数值二进制值的前8位。所以我们可以断定像素操作和类型化数组类有依赖关系。

动画模块则是基于实现的不同而不同，如果后期迭代开发将图元封装成一个XML标签（特征是继承了Element类）的话，则可以推断，图元继承链改为：Graphic->Element->Node->EventTarget->Object，则与Element和Node两个类产生了继承关系。同时依赖了Animation API的诸多类。如果不封装为标签模式的话需要自行实现动画过渡效果，则需要依赖部分原生语法。

## 3.2 类库的功能模块设计

在上文，我们已经对模块进行了划分，大致进行了分类，并且理清了其中的依赖和继承关系。承接上文，我们对每一个模块的结构做大致设计

### 3.2.1 总体模块

首先我们需要指定一个命名空间，用于为我们所书写的诸多类腾出空位，其根本原因在于JS对于全局变量的控制。JS本身的机制运行于全局对象之上，所以盲目的在全局对象上进行声明和覆盖会修改预定义类，从而导致意料之外的问题，随着版本迭代，更多的新的类出现后，容易出现后期问题。于是我们定义一个对象或一个类，可以暂时称之为Lynette，也是本框架的名称和XML命名空间。里面封装了与此类库有关的所有全局属性方法，例如下一个要介绍的一个类，Canvas类。此框架在设计之初写用例的时候就已经设计了这一种代码风格，例如Graphic类，在JS全局对象中应该先引用Lynette后书写Lynette.Graphic即可。

Canvas类是画布类型，2d绘图之中，所有操作固然在画布上进行。画布需要维护一个属性就是目前已绘制的所有图元，再就是其他的全局状态，例如是否开启全局抗锯齿，以及图元融合的算法指定。方法比较重要的是渲染图元，用于渲染目前已有的所有图元。再比较重要的就是添加删除图元方法。再就是清空画布和画布默认重绘颜色，类型可以是Color类­

### 3.2.2 图元

根据以上描述，我们可以对图元模块进行一个大致设计。首先分析是JS诸多已有的语法，EventTarget类已经继承于Object类，DOMMatrix和DOMPoint在高版本JS中属于内置语法， 这几个类的定义和引用被分到JS原生语法包中。

以下为图元包的其他内容。

#### 3.2.2.1 图元封装

图元包首先是基类，基类可以创建一个Graphic类继承于EventTarget。其次是定义每一个图元子类，子类均继承于Graphic基类，我们可以根据已有的图形算法定义图元子类，比如rect()可以封装为Rect类，参数可以化之为属性，每一个图形都有不同的参数，所以可以将这些与众不同的参数定义为图元子类的属性。于此相似的子类有：Arc，Ellipse，Line，BezierCurve，Rect，RoundRect，Text。同时我们需要让用户可以自定义图形，我们添加一个CustomGraphic子类。这些类和子类构成了图元类和子类的基本结构。

#### 3.2.2.2 属性封装

根据已有条件我们可以大致确定图元基类的属性和方法。首先需要一个set get content属性，用于设置一个图元内内容的文本。其次需要textFormat属性，类型为TextFormat类，shadow属性类型为Shadow类，border属性类型为Border类，font属性类型为Font类，transform属性类型为DOMMatrix类，这些均为控制样式的属性。还需要fillType属性，设置为FILLL\_TYPE枚举类型，描述图元绘制方式。backgroundColor属性和color为Fillable类，用于设置文字和背景的填充。后续迭代中，我们会更新其他需要的属性和方法。

根据以上描述，需要编写TextFormat类，用于控制文本格式，属性可以大概设置为控制 文字居中，文字基线，文字渲染，单词空白，字母空白。

需要编写Shadow类，用于控制阴影，属性大概可以分值为阴影模糊度，阴影颜色，阴影横轴偏移量，阴影纵轴偏移量。阴影颜色的类型可以设为颜色类。其余的属性类型可以设置为数字。

同时我们需要编写Border类，用于控制框样式。属性大概分为，折线尾部渲染方法，折线折叠渲染方法，虚线线段长短及规律，线的粗细。

我们需要编写Font类，用于控制字体。属性主要为控制一些字体的细节，与CSS中字体控制类似。

FILL\_TYPE枚举类型主要用制绘制图源的两种不同的方法。有两个值，第一个是GRAPHIC\_FILL，第二个是GRAPHIC\_STROKE，前者通过内部填充算法填充图元内部的颜色，后者是仅仅对图元的边框进行涂色，涂色后的边框遵从border属性的约束。同时需要在绘制的方法中设置内部着色算法，也可以通过枚举值的方法设置。

#### 3.2.2.3 事件交互

我们需要与事件交互，前文中，我们已经断定了图源基类要继承于EventTarget类，EventTarget类是DOM2规范中的一个类，是用于注册事件，触发事件以及维护事件的一个类，内部封装了addEventListener()，dispatchEvent()，removeEventListener()等DOM2事件核心方法，我们给用户的一个注册可选项就是利用DOM2规范中的事件注册方法。除此之外还有DOM0事件注册方法，DOM0事件名称以on开头，所以实现DOM0事件注册方法的方法之一就是监测所有以on开头的属性的赋值和访问，并且同名事件注册至DOM2事件中。事件触发DOM2的事件注册触发。

由于图源本身并不是一个对象，所以他也不能直接的注册事件，是人为的把他封装成了对象，并且给他赋予可注册事件对象的特征，所以事件的触发要手动触发，但是绘图API中只有画布可以直接的进行事件注册，因为它属于HTML元素对象。我们的实现方法是将所有的事件转而注册至画布对象中，利用路径检测方法检测当前点击坐标是否属于此图元，从而触发事件。但本身，其不需要多余的类来支持，仅需要在画布上注册事件并绑定住默认触发事件，在每一次触发事件的时候自动执行一次默认触发事件即可，每一次触发事件均遍历所有图元和事件，如果在图元数量比较大的时候可以通过大概轮廓进行排除，从而优化时间复杂度。

### 3.2.3 填充类封装

可填充类可以设置一个基类，名称直接命名为Fillable即可。后写三个衍生类，第一个用于表示颜色，即为Color类，第二个用于表示渐变，即为Gradient类，第三个用于表示图像，即为Parttern类。

#### 3.2.3.1 颜色类

第一个是Color类，Color有多种方法表示，所以Color类有多个子类，首先，Color类应该有所有关键字颜色所有常量属性，并为其设置初始值，其次，要有一个type属性用于区分子类类型。Color类应该有一个子类为Rgb，Rgb有四个属性用于表示三个分量和透明度，类型可以设置为rgb，若果不设置透明度则自动设置为1。Hsl同理，四个属性表示三个分量和透明度，类型可以设置为hsl，如果需要封装其他颜色标识方法可以后续添加。当然，在封装的过程中如果需要统一管理类型值的话，我们需要额外添加一个枚举类型。

#### 3.2.3.2 图案类

第二个是图案类，需要一个属性来记录用户选择的图像，这个属性的类型要包括所有种类用户可能选择的类型，还有一个方法负责添加图像。还有一个属性负责管理图像的重复方法，例如双轴循环，x轴循环，不循环。

#### 3.2.3.3 渐变类

第三个是渐变类。一个渐变通常需要两个以上的颜色和对应颜色的偏移量，所以我们需要定义一个添加颜色和偏移量的方法于渐变类。还需要一个数组储存传入颜色和偏移量的值。渐变类有三个衍生类，第一个线性渐变，需要两个属性，即为开始和结束点的坐标，可以用DOMPoint和数字表示。第二个是辐射渐变，可以有四个属性，四个属性是顶点坐标，类型与上同，还有两个是辐射园半径，一个是内圆一个是外圆，均可以用数字表示。第三个是角度渐变，需要两个属性，两个是中心点坐标，一个是开始转角，可以用数字表示。

### 3.2.4 像素图像处理

像素图像处理主要工作是记录像素数据，并提供需改渠道。所以需要一个属性来记录底层颜色数据，为保证数据完好，可以设置属性类型为Uint8ClampedArray，以方便与底层对接，我们同时需要提供两个方法，一个是用于获取像素颜色，一个是用于设置像素颜色，这两个方法需要提供一个共同的参数，像素坐标点。如果写入像素颜色的话则需要一个新的颜色作为参数，这个参数类型可以是Color或一组数字。需要一个字符串用于表示底层颜色格式，此颜色格式需要在画布创建时被写入。还有一个高度值，和一个宽度值，这是两个数字类型属性。

### 3.2.5 动画封装

在封装动画模块的时候我们需要的不是封装一个可以完成一整套动画流程的动画包，动画其本质为一段时间内一个状态到另一个状态的变换过程，所以我们封装的实质是封装一个以时间为参数的不同状态之间的参数方程。将动画每一次渲染的时间t作为自变量传入后得出当前状态。每一次渲染的本质也是抹去画布后重新获取当前状态信息进行绘制。所以动画封装的实质是一个插值参数方程计算器。基于这一思想，我们创建一个大概得动画架构。动画封装可以由一个类和两个接口组成。一个类为动画模块的核心，封装了所有动画需要的常用功能，两个接口分别为动画的不同时刻的状态，和动画属性配置对象模型。

动画类属性大致为动画状态属性，动画信息属性，其他属性。状态属性例如：是否已经结束，是否在等待，是否准备好，均为布尔值，播放状态为枚举值。信息属性为当前时间，动画id，播放速率等，均为数字。还需要一个时间线，它是运用了DocumentTimeline类型。方法中需要控制动画播放的方法，例如开始，暂停，取消，反方向播放，提前结束。还有更新播放速率的方法。

两个接口其中用于记录不同时刻动画的状态的接口则需要制定一个属性集合规范。动画即为在一定时间中，样式属性值从一个点平稳过渡到另外一个点。在用户指定动画时，我们需要规范接口从而约束用户每一次传入状态的准确性。

另一个接口是动画属性配置对象模型，用于规范用户对于动画配置信息的输入。用户可以配置的动画信息大概有以下：延迟时间，动画迭代次数，时长，这三个均为数字。还可以指定结束填充状态，动画运行方向，时间函数，动画状态累积方式等，这几个值为枚举类型。

两个接口所指定的信息可以用于控制时间t的走向，利用t即可生成动画。

## 3.3本章小结

这个段落主要介绍了一个类库的体系结构和功能模块。此类库是基于JS原生2D绘图API的一个面向对象的封装，为了提供更高层次的抽象和交互功能。分为以下几个模块：

总体模块：定义了一个命名空间Lynette，用于封装类库的所有全局属性和方法。其中包括一个Canvas类，用于表示画布元素，维护图元的状态和渲染。

图元模块：定义了一个Graphic类，用于表示所有的图元对象，继承了EventTarget类，实现了事件交互的功能。Graphic类有多个子类，分别对应不同的图形类型，如Rect，Arc，Text等。Graphic类还有一些属性和方法，用于控制图元的样式，如颜色，阴影，字体，变换等。

填充类模块：定义了一个Fillable类，用于表示可以填充图元的类型，如颜色，渐变，图案等。Fillable类有多个子类，分别对应不同的填充方式，如Color，Gradient，Pattern等。Color类又有多个子类，分别对应不同的颜色表示方式，如Rgb，Hsl等。

像素图像处理模块：定义了一个类，用于操作画布上的像素数据，提供了读取和写入像素颜色的方法，以及一些其他的属性，如颜色格式，高度，宽度等。

动画模块：定义了一个类，用于实现图元的动画效果，提供了一些控制动画播放的方法，如开始，暂停，取消等。还定义了两个接口，用于规范用户输入的动画状态和配置信息。